Practical no. 01

Implement depth first search algorithm and Breadth First Search algorithm. Use an undirected graph and develop a recursive algorithm for searching all the vertices of a graph or tree data structure.

**Code:**

from collections import defaultdict, deque

class Graph:

def \_\_init\_\_(self):

# Default dictionary to store graph

self.graph = defaultdict(list)

def add\_edge(self, u, v):

self.graph[u].append(v)

self.graph[v].append(u) # Since it's undirected, add the reverse edge as well.

def dfs\_recursive(self, vertex, visited=None):

if visited is None:

visited = set()

visited.add(vertex)

print(vertex, end=' ')

for neighbor in self.graph[vertex]:

if neighbor not in visited:

self.dfs\_recursive(neighbor, visited)

def bfs(self, start):

visited = set() # To keep track of visited nodes

queue = deque([start]) # Use deque for an efficient queue implementation

visited.add(start)

while queue:

vertex = queue.popleft() # Pop the front of the queue

print(vertex, end=' ')

# Add all unvisited neighbors to the queue

for neighbor in self.graph[vertex]:

if neighbor not in visited:

queue.append(neighbor)

visited.add(neighbor)

# Example usage:

g = Graph()

g.add\_edge(0, 1)

g.add\_edge(0, 2)

g.add\_edge(1, 2)

g.add\_edge(2, 3)

g.add\_edge(3, 4)

print("Depth First Search (starting from vertex 0):")

g.dfs\_recursive(0)

print("\nBreadth First Search (starting from vertex 0):")

g.bfs(0)
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Practical no. 02

Implement A star (A\*) Algorithm for any game search problem

**Code:**

import heapq

class AStar:

def \_\_init\_\_(self, grid, start, goal):

self.grid = grid # 2D grid where 0 = walkable, 1 = blocked

self.start = start # Start position (x, y)

self.goal = goal # Goal position (x, y)

self.rows = len(grid)

self.cols = len(grid[0])

def heuristic(self, node):

# Manhattan distance heuristic

return abs(node[0] - self.goal[0]) + abs(node[1] - self.goal[1])

def neighbors(self, node):

# Return valid neighbors (up, down, left, right)

dirs = [(0, 1), (1, 0), (0, -1), (-1, 0)] # Directions: right, down, left, up

result = []

for d in dirs:

neighbor = (node[0] + d[0], node[1] + d[1])

if 0 <= neighbor[0] < self.rows and 0 <= neighbor[1] < self.cols and self.grid[neighbor[0]][neighbor[1]] == 0:

result.append(neighbor)

return result

def a\_star\_search(self):

# Priority queue to store (f\_score, node)

open\_list = []

heapq.heappush(open\_list, (0, self.start))

came\_from = {} # For reconstructing path

g\_score = {self.start: 0} # Cost from start to each node

f\_score = {self.start: self.heuristic(self.start)} # Estimated cost from start to goal

while open\_list:

current = heapq.heappop(open\_list)[1]

# If we reached the goal, reconstruct the path

if current == self.goal:

return self.reconstruct\_path(came\_from, current)

for neighbor in self.neighbors(current):

tentative\_g\_score = g\_score[current] + 1 # Distance from current to neighbor is 1

if neighbor not in g\_score or tentative\_g\_score < g\_score[neighbor]:

# Update the best path to the neighbor

came\_from[neighbor] = current

g\_score[neighbor] = tentative\_g\_score

f\_score[neighbor] = tentative\_g\_score + self.heuristic(neighbor)

heapq.heappush(open\_list, (f\_score[neighbor], neighbor))

return [] # Return empty path if no solution

def reconstruct\_path(self, came\_from, current):

# Reconstruct path from came\_from dictionary

total\_path = [current]

while current in came\_from:

current = came\_from[current]

total\_path.append(current)

return total\_path[::-1] # Reverse path to start from the beginning

# 0 = walkable, 1 = blocked

grid = [

[0, 1, 0, 0, 0],

[0, 1, 0, 1, 0],

[0, 0, 0, 1, 0],

[1, 1, 0, 0, 0],

[0, 0, 0, 1, 0]

]

start = (0, 0) # Starting position

goal = (4, 4) # Goal position

a\_star = AStar(grid, start, goal)

path = a\_star.a\_star\_search()

print("Path from start to goal:", path)
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**Practical no.03**

Implement Alpha-Beta Tree search for any game search problem.

**Code:**

import math

MAX\_PLAYER = 'X'

MIN\_PLAYER = 'O'

EMPTY = '\_'

class TicTacToe:

def \_\_init\_\_(self):

# Initialize an empty 3x3 board

self.board = [

[EMPTY, EMPTY, EMPTY],

[EMPTY, EMPTY, EMPTY],

[EMPTY, EMPTY, EMPTY]

]

def is\_moves\_left(self, board):

# Check if there are empty cells left on the board

for row in board:

if EMPTY in row:

return True

return False

def evaluate(self, board):

# Check rows, columns, and diagonals for a winner

for row in range(3):

if board[row][0] == board[row][1] == board[row][2]:

if board[row][0] == MAX\_PLAYER:

return 10

elif board[row][0] == MIN\_PLAYER:

return -10

for col in range(3):

if board[0][col] == board[1][col] == board[2][col]:

if board[0][col] == MAX\_PLAYER:

return 10

elif board[0][col] == MIN\_PLAYER:

return -10

if board[0][0] == board[1][1] == board[2][2]:

if board[0][0] == MAX\_PLAYER:

return 10

elif board[0][0] == MIN\_PLAYER:

return -10

if board[0][2] == board[1][1] == board[2][0]:

if board[0][2] == MAX\_PLAYER:

return 10

elif board[0][2] == MIN\_PLAYER:

return -10

return 0

def minimax(self, board, depth, is\_maximizing, alpha, beta):

score = self.evaluate(board)

if score == 10:

return score - depth

if score == -10:

return score + depth

# If no more moves and no winner (tie)

if not self.is\_moves\_left(board):

return 0

if is\_maximizing:

best = -math.inf

for i in range(3):

for j in range(3):

if board[i][j] == EMPTY:

# Make the move

board[i][j] = MAX\_PLAYER

# Recur and choose the maximum value

best = max(best, self.minimax(board, depth + 1, False, alpha, beta))

board[i][j] = EMPTY

alpha = max(alpha, best)

if beta <= alpha:

break

return best

else:

best = math.inf

for i in range(3):

for j in range(3):

if board[i][j] == EMPTY:

# Make the move

board[i][j] = MIN\_PLAYER

best = min(best, self.minimax(board, depth + 1, True, alpha, beta))

board[i][j] = EMPTY

# Update beta

beta = min(beta, best)

# Alpha-Beta Pruning

if beta <= alpha:

break

return best

def find\_best\_move(self):

best\_val = -math.inf

best\_move = (-1, -1)

# Traverse all cells, evaluate minimax function for each empty cell, and return the best move

for i in range(3):

for j in range(3):

if self.board[i][j] == EMPTY:

# Make the move

self.board[i][j] = MAX\_PLAYER

# Compute evaluation function for this move

move\_val = self.minimax(self.board, 0, False, -math.inf, math.inf)

# Undo the move

self.board[i][j] = EMPTY

# If the value of the current move is better than the best value, update best move

if move\_val > best\_val:

best\_move = (i, j)

best\_val = move\_val

return best\_move

def print\_board(self):

for row in self.board:

print(" | ".join(row))

print("-" \* 9)

game = TicTacToe()

game.board = [

['X', 'O', 'X'],

['O', 'O', '\_'],

['\_', '\_', 'X']

]

print("Current board:")

game.print\_board()

best\_move = game.find\_best\_move()

print(f"\nThe best move for 'X' is: {best\_move}")

**Output:![](data:image/png;base64,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)**

**Practical no.04**

Implement a solution for a Constraint Satisfaction Problem using Branch and Bound and Backtracking for n-queens problem or a graph coloring problem.

**Code:**

def print\_board(board):

for row in board:

print(" ".join("Q" if col else "." for col in row))

print("\n")

def is\_safe(board, row, col, n):

# Check the current column

for i in range(row):

if board[i][col]:

return False

for i, j in zip(range(row, -1, -1), range(col, -1, -1)):

if board[i][j]:

return False

for i, j in zip(range(row, -1, -1), range(col, n)):

if board[i][j]:

return False

return True

def solve\_n\_queens\_backtracking(board, row, n):

if row == n:

# If all queens are placed, print the solution

print\_board(board)

return True

found\_solution = False

for col in range(n):

if is\_safe(board, row, col, n):

board[row][col] = True # Place the queen

# Recur to place the rest of the queens

found\_solution = solve\_n\_queens\_backtracking(board, row + 1, n) or found\_solution

# If placing the queen at (row, col) didn't lead to a solution, backtrack

board[row][col] = False

return found\_solution

def n\_queens\_backtracking(n):

board = [[False] \* n for \_ in range(n)] # Initialize n x n board with False (no queens placed)

if not solve\_n\_queens\_backtracking(board, 0, n):

print("No solution exists.")

def is\_safe\_branch\_and\_bound(row, col, cols, diags1, diags2, n):

return not (cols[col] or diags1[row + col] or diags2[row - col + (n - 1)])

def solve\_n\_queens\_branch\_and\_bound(row, n, cols, diags1, diags2, board):

if row == n:

# If all queens are placed, print the solution

print\_board(board)

return True

found\_solution = False

for col in range(n):

if is\_safe\_branch\_and\_bound(row, col, cols, diags1, diags2, n):

# Place the queen

board[row][col] = True

cols[col] = True

diags1[row + col] = True

diags2[row - col + (n - 1)] = True

# Recur to place the rest of the queens

found\_solution = solve\_n\_queens\_branch\_and\_bound(row + 1, n, cols, diags1, diags2, board) or found\_solution

board[row][col] = False

cols[col] = False

diags1[row + col] = False

diags2[row - col + (n - 1)] = False

return found\_solution

def n\_queens\_branch\_and\_bound(n):

board = [[False] \* n for \_ in range(n)] # Initialize n x n board with False (no queens placed)

cols = [False] \* n

diags1 = [False] \* (2 \* n - 1) # For "/" diagonals

diags2 = [False] \* (2 \* n - 1) # For "\" diagonals

if not solve\_n\_queens\_branch\_and\_bound(0, n, cols, diags1, diags2, board):

print("No solution exists.")

**Output:**

Solving n-Queens using Backtracking:

. Q . .

. . . Q

Q . . .

. . Q .

. . Q .

Q . . .

. . . Q

. Q . .

**Practical no. 05**

Implement Greedy search algorithm for any of the following application: • Selection Sort • Minimum Spanning Tree • Single-Source Shortest Path Problem • Job Scheduling Problem • Prim's Minimal Spanning Tree Algorithm • Kruskal's Minimal Spanning Tree Algorithm • Dijkstra's Minimal Spanning Tree Algorithm.

**Code:**

def selection\_sort(arr):

n = len(arr)

# Traverse through all array elements

for i in range(n):

# Find the minimum element in the remaining unsorted array

min\_index = i

for j in range(i+1, n):

if arr[j] < arr[min\_index]:

min\_index = j

# Swap the found minimum element with the first element

arr[i], arr[min\_index] = arr[min\_index], arr[i]

print(f"Step {i+1}: {arr}") # Print the array after each swap

return arr

# Example usage:

arr = [64, 25, 12, 22, 11]

print("Original array:", arr)

sorted\_arr = selection\_sort(arr)

print("Sorted array:", sorted\_arr)

**Output:**
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